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Abstract—IoT devices can be found in almost any type of situation as the availability and viability of them has surged in the last decade with technological advancements. The purpose of this project is to investigate how secure these types of devices, in particular a robot vacuum cleaner, actually are if an ill intended actor tries to interfere with the device. Different methods used in the sphere of threat modeling and penetration testing were applied and tested with the result coming back positive. The robot vacuum cleaner was successfully compromised and the privacy of the owner could be violated applying the attacks used. The current way of thinking about privacy and security of IoT devices could therefore need to be reviewed.
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I. INTRODUCTION

A. Problem Description

One way to evaluate how secure an Internet service is against an intruder is to let independent security professionals break into the system, without damaging the system or steal information. The security professional would instead evaluate the security of targeted system, report what vulnerabilities has been found and give instructions on how to remedy them. This is called Ethical hacking, as described by [1].

According to [2] the Internet of things (IoT) may be seen as a global infrastructure for the information society that enables advanced services by interconnecting both virtual and physical things based on existing and evolving information and communication technologies. With the fifth generation of telecommunication on its way, 5G, the use of IoT devices will skyrocket as one of the goals of 5G is to facilitate the type of communication that IoT needs[1]. The communication needs to be fast, reliable, and with low latency.

As of now the number of IoT devices is increasing rapidly and by 2020 the number of connected devices is approximated to reach 25 billion [3]. It is believed that the increasing connectivity and complexity of IoT might lead to more cyber security vulnerabilities that can be exploited by an ill intended hacker[2]. One example of an attack is one where a live demo showed how it was possible to remotely take control of the steering and braking, and cutting off the engine of Chrysler cars via its network connected entertainment system. Other examples include hacking connected light bulbs to obtain Wi-Fi credentials, and attacks against smart meters and home automation devices, as O’Neill described in [3]. The more different types of IoT devices being used and the more functions they get, the potential threat and damage that they could cause increases significantly.

B. Aim of the Project

The aim of the work described in this thesis is to attempt to hack an IoT device, specifically a robot vacuum cleaner of model Jisiwei i3, and thereby evaluate how secure it is.

C. Limitations

The focus of this thesis will be on finding weaknesses in the robot vacuum cleaner and it will not go in depth on safety measures and how these weaknesses could be mitigated or prevented.

D. Method

The methodology used in the project can be divided into two major parts. The first is threat modeling which is used to examine the robot vacuum cleaner in search of potential vulnerabilities. This is done in order to decide which of these should be prioritized when attempting to exploit them in the next part, the penetration testing. The threat modeling is done in order to spend resources and time as efficiently as possible when attempting to compromise the robot vacuum. The penetration testing, i.e. the actual hacking of the robot vacuum, is where the potential vulnerabilities found in threat modeling part are investigated by performing different attacks that aim to exploit these vulnerabilities.

E. Significant Results

Following this methodology two major weaknesses in the robot vacuum cleaner was found. One of them was the fact that the mobile application and the server communicate uses HTTP (except during firmware upgrades) which means that the traffic between them is not encrypted. Thus private details such as username and password can be read by an attacker on the same network using a man-in-the-middle attack. The other weakness is that the information in the QR-code that is scanned to bind a robot vacuum cleaner to an account on the mobile application follows an easy guessable pattern that depends on the device ID of the robot. Since the device ID of the robot vacuum also seem to follow a guessable pattern it would be possible for an attacker to guess the device ID on another person’s vacuum cleaner and from this generate that vacuums QR-code. The attacker could then scan the QR-code and bind this vacuum to the his own account, giving the attacker complete control over the vacuum.
II. Background

A. Previous Work

In a case study from 2015, [4] lists five common vulnerabilities and exposures for IoT devices and manages to hack seven different baby monitors in an attempt to help the vendors improve the security of their devices. According to the study one big problem with IoT devices is that although they actually are general purpose computers, they often lack a reasonable path for updates and upgrades once they leave the warehouse.

Security researchers Dennis Giese and Daniel Wegemer have managed to hack a robot vacuum cleaner under the brand of Xiaomi, which they presented in their talk at Chaos Communication Congress 34 [5]. They did so by gaining specific access to the firmware through physical manipulation of the robot vacuum itself. They then proceeded to create a manipulated version of the firmware that was uploaded to the device which provided them remote access. The amount of security measures that were implemented were more than most other IoT devices but the fact that the vacuum cleaner got hacked shows that there still exists weaknesses even in this device3.

There are many more cases where IoT devices have been hacked and they are too many to be brought up in this report. It is not only limited to vacuum cleaners and baby monitors, but also cars, cameras, and smart TVs etc. are vulnerable to hacking [6] [7] [8] [9].

B. Offensive Security

Offensive security is a means to work with system security. It is also known as penetration testing and is argued to be a better way to work with system security than traditional defensive methods by [10]. It uses the rationale that by putting yourself in the shoes of a potential attacker you will use the same methods and face the same problems as that person and will also then gain access to the same material if any weakness is discovered. In summary, it is a more applied approach rather than a theoretical approach to the security question.

C. Zero-day Exploit

An exploit that has never been discovered or disclosed before is called a zero day exploit. The zero day refers to the fact that it has been zero days since the weakness was published. In other words, it exists in every device of the same kind and work to patch the weakness has not been started yet. Zero day exploits are extremely powerful and dangerous since no one can protect themselves from it. According to [11] it is most commonly used for targeted attacks against specific products or companies4.

III. Theory

A. IoT Devices

The concept of having tiny devices individually connected to the Internet through different means has been centered under a concept called Internet of Things. IoT software is the component that makes device-device and human-device communication possible. Its purpose is to make sure that the devices communicate properly without problems or difficulties [12].

An IoT device is a device that has a CPU and memory and runs software (and firmware) as well as having a network interface that gives it the ability to communicate with other devices. It is in a sense a computer built for a single purpose but that consists of components used in general purpose computers. This also means that they are able to do more things than were originally intended to [4].

B. Jisiwei i3 Robot Vacuum

The device being hacked is a robot vacuum designed and produced by the Chinese company Shenzhen Jisiwei Intelligent Technology Co., Ltd. It is marketed by Jisiwei themselves and sold through their web shop amongst other sites such as ebay and Amazon. It is located in the lower price segment compared to other robot vacuums. The device itself is being marketed as a home security device that also functions as a vacuum cleaner.

This model is especially interesting since the robot vacuum also comes equipped with a camera which, if the entire device becomes compromised, would give a moveable camera to be used inside another persons home. It can be controlled by three different means: by pressing the on-board buttons, using a remote control, or through a mobile application for either an Android or iOS device.

C. Protocols

The standardized way for computers (and thus most IoT devices) to communicate in networks is defined in what is called the Internet Protocol Suite, or TCP/IP as those are the major protocols that are used5.

The Internet Protocol Suite consists of four protocol layers, the link layer, the network or internet layer, the transport layer and the application layer [13]. One purpose of having a layered structure is to make the structure simple, rational and easy to modify, where each layer has different functions [14].

1) Media Access Control: When a device communicates on a network it needs a unique identifier that tells the network who it is. Media Access Control (MAC) is a hexa decimal string that is unique to every network adapter that exists. It contains information about what type of device it is and who was the manufacturer of the network interfacing device6.

2) IP: The Internet Protocol (IP) is a network layer protocol which routes data between hosts, where the data can traverse a single network or across several networks. IP routes the traffic without caring which application-to-application interactions the data belongs to and IP does not guarantee that the data is delivered reliable or in-sequence [14].

---

3https://www.kaspersky.com/blog/xiaomi-mi-robot-hacked/20632/
4https://www.blackstratus.com/ultimate-guide-zero-day-attacks/
5https://searchnetworking.techtarget.com/definition/TCP-IP
6https://www.lifewire.com/introduction-to-mac-addresses-817937
3) TCP and UDP: The Transmission Control Protocol (TCP) is a transport layer protocol that functions by providing data connection services to applications. Unlike IP, TCP guarantees that the data is error free, complete and in sequence [14].

The User Datagram Protocol (UDP) is a transport layer protocol that the applications can invoke to send isolated messages to each other. UDP works by packaging data into units that are called User Datagrams which are passed to IP for routing to its destination. UDP does not guarantee that the data is delivered and instead leaves this task to the application [14].

4) HTTP: The Hypertext Transfer Protocol is an application layer protocol and has been used by the World-Wide Web global information initiative since 1990. Most of the HTTP communication is initiated by a user agent and consists of a request that is to be applied to a resource on an origin server and is followed by the server sending a response back to the user agent [15].

5) HTTPS (HTTP over TLS): HTTPS is used to refer to using HTTP over the Transport Layer Security (TLS) protocol (or its predecessor SSL) in order to make the communication more secure. The main goal of TLS is to provide privacy and integrity to the communication between two applications. TLS consists of the two layers the TLS Record Protocol and the TLS Handshake Protocol. The TLS Record Protocol ensures that the connection is private and reliable and the TLS Handshake Protocol allows for the server and client to authenticate each other, negotiate encryption algorithm and cryptographic keys before the application protocol can start exchanging data [16].

The TLS Handshake Protocol includes the message where the server sends its certificate to the client, which the client uses for encryption and also to authenticate the server7.

6) Telnet and SSH: Telnet is an application layer protocol is used to give users, in particular system administrators, a way to access a host over a network. Telnet for the most part is invoked at the command line and network administrators usually use it to manage systems and applications remotely for example by executing commands and move files between hosts. Secure Shell (SSH) is also an application layer protocol and was created to replace less secure terminal emulation or login programs, with Telnet being one of them [17]. SSH and Telnet has similar functions with the main difference that SSH provides strong authentication and encrypts the data communications, making it more secure than Telnet8.

7) Address Resolution Protocol: If a client on a network is going to send packets it can’t just send it without a target. An IP address is not enough as they are given by the network infrastructure and can easily be swapped. What the client does is it creates a Address Resolution Protocol table (ARP table) where it matches an IP address with a MAC address. When a device first gets on a network and it has received its IP address it then broadcasts an ARP request over the network telling all devices its MAC address and at which IP address it is located. This type of request is then repeated about every ten minutes to make sure that new devices connected to the network knows which IP address it has [18].

D. Superuser

The account that has all privileges in a system is called a superuser account. On Linux or other Unix-like operating systems this is known as root and is the account or username that has access to all commands and files by default. The abilities the root account has on the system is referred to as root privileges and the root account is the most privileged account on the system9. The reason why root is more interesting in this project is because Linux distributions are very common in IoT applications10. Similar accounts on other operating systems are known as administrator, admin, or supervisor.

E. Firmware

Firmware is the type of program that interfaces between software and hardware and makes it possible to control and issue commands to IoT devices. This means that if a compromised firmware can be uploaded as [5] did, it would be possible to control a device completely from a remote location.

F. Concept of Threat Modeling

Threat modeling is a process that plays an important role in cyber security and is used in application development and system evaluation. The field of threat modeling is diverse and the modeling can take on different forms such as formal, graphical, quantitative and qualitative [19]. More information and a couple of different threat modeling approaches can be found in [20] [21] [22]. The goal of threat modeling is commonly to find security flaws and understand security requirements in order to engineer and deploy better products [23]. That being said, it may also be used to find flaws and weaknesses in order to attempt to exploit them as an ethical hacker [24].

Before actually starting to hack it is necessary to explore what types of weaknesses there are and what potential damage can be done. By modeling these threats using different methods it is possible to see if it is worth to hack a device based on potential damage caused and where to direct these attacks in that case. There are a lot of different threat modeling tools that can be applied. The two that will be used in this thesis are the ones known as DREAD and STRIDE.

1) STRIDE: The acronym STRIDE is a mnemonic that are used to identify threats. It stands for Spoofing, Tampering, Repudiation, Information Disclosure, Denial of Service and Elevation of Privilege which are categories of threats in security. Spoofing is to pretend to be someone/something that you’re not. Tampering is to modify something you’re not allowed to modify. Repudiation is to claim that you did not do something. Information Disclosure is to disclose something to people without the authorization to see it. Denial of Service...
is a form of attack that prevents a system from providing its intended service. Elevation of Privilege is when a person or program are able to do things that they are not supposed to be able to [23].

2) DREAD: The acronym DREAD is a risk rating system and stands for Damage Potential, Reproducibility, Exploitability, Affected users, and Discoverability which are rating categories. Each threat is given a rating in each of the categories from 1 to 3 and the sum of these ratings are calculated to give each threat a risk score. The points are given based on intuition and experience, and the score is used to give a guideline on which threats are the most important to focus on [24].

3) Microsoft Threat Modeling Process: A methodology that can be used to threat model is a six stage process proposed by Microsoft, see figure 1. The first stage Identify assets is simply to identify which assets, which here refers to some resource of value, that the system should protect. The second stage Create an architecture overview consists of using diagrams to model the architecture of the system and its information flows. The third stage Decompose the application/device is performed by decomposing the architecture of the application/device in order to identify vulnerabilities in the design. The fourth stage Identify the threats is to, with the acquired knowledge of the architecture and the vulnerabilities, identify the threats - here STRIDE could be of value. The fifth stage Document the threats is to document the threats using a common threat template the defines attributes for each of the threats. The sixth and last stage Rate the threats can be performed by using DREAD to rate the threats in order to find out which threats to prioritize[1].

4) Use Cases: Before creating an architecture diagram in the second stage of the Microsoft threat modeling process, an understanding of what the system does should be acquired. This could be done by creating so called use cases, which are examples of how a user could utilize the system. Doing this could also be helpful in working out how the system could be misused[1].

IV. HACKING METHODS

Hacking as a concept is a very widely used term and thus encapsulates a lot of different methods and procedures. Different methods can be applied to different weaknesses to gain access to systems. The following methods are commonly used by hackers to achieve their goals.

A. Attack Methodologies

Different attack mentalities and methodologies can be used to gain access to a device in different ways. Depending on different prerequisites and access to data they can be classified into three different categories according to [25]. Those three categories are Black-box, Grey-box, and White-box hacking.

1) Black-box: The process of gaining access to a device without prior knowledge of the device itself, such as firmware or the internal working of the device, or without being in contact with people who have been developing the system or knows how it has been designed. This is using the perspective that a ill-intended hacker would most likely be using [25].

2) White-box: White-box hacking would be the opposite to black-box hacking in the sense that you have full access to the device and maybe even active help from the company/developers that coded the device. A typical white-box scenario is when you let code go through code audits where people that have access to all source code and people involved in development give the white-box hackers all information they need. In a serious company that values the privacy of their users, this is crucial.

3) Grey-box: Grey-box is the area in between black-box and white-box which is where you have access to some network critical information that could help in the hacking process, but there is still information that you are lacking that could be very helpful. You still do not have access to system developers and could ask them questions about their system straight away.

B. Port Scanning

Port scanning is a method in where the target is to scan a large amount of IP addresses in one go and poll them for open ports. Interesting ports are such as port 3306 for mySQL or 22 for SSH. A powerful and easy tool to use for port scanning is Nmap. It is a port scanner that can be directed to do a wide range of actions such as scanning through a set of IP addresses and then specific or recommended ports on said IP addresses [26].

C. Man-in-the-middle

A man-in-the-middle (MITM) attack is according to [27] an attack on where a potential attacker intercepts traffic that is going between a sender and receiver. The information can thus be read by an attacker who is not intended to have access to
the information. This can be used to get access to for example firmware that is otherwise not available according to [24].

D. Brute Force

A brute force attack is an attack where a person tries all possible combinations to try to match the correct combinations, e.g. for a four digit code trying first 0000, 0001, 0002. The time required for this type of attack can take a long time as it depends on the number of positions and the size of the allowed character set. It grows exponentially with the length of the code and polynomially depending on the size of the character set. If the character set is of size C and the length of the combinations is of length N the amount of combinations, M, can be seen in equation (1).

\[ M = C^N \]

E. Dictionary Attack

A dictionary attack is an intrusion method that reminds a lot of a brute force attack. Instead of individual letters being changed an attacker uses a large amount of different combinations of words to try to match username and password. Normally used in these types of attacks are long lists of common user names and password such as default user names and passwords e.g. root and admin. [28]

F. USB Exploitation

A USB device, such as a memory stick, can be altered in such a way that it appears as something different from what it actually is, such as a keyboard. This device can then in turn be used to do anything a keyboard can do on a computer, which means anything. USB has built in flaws into its design that makes this possible and it is therefore hard to avoid these types of attacks.

G. Spoofing

According to the Oxford Dictionary the term spoof means "to Hoax or trick (someone)". In hacking it means that somebody tells other devices or systems that they are someone they are not. This method can be used together with a man-in-the-middle attack to trick devices to route the traffic through them.

V. THREAT MODEL OF THE VACUUM CLEANER SYSTEM

The threat modeling process that has been used for this project is the one suggested by Microsoft and is described in section II. The process was applied to the robot vacuum and threats were firstly identified and rated at a high-level, that is not directly leading in to a specific attack that can be performed but more of an end-goal to an attacker. This was done mostly to see if there is any point in attempting to compromise the robot vacuum for an attacker in terms of what they could gain by it but also to analyze what the more specific threats for each assets could lead to. This part has been left out of the report in order to make it more easy to overview but can be found in the appendix. The process of threat modeling was then applied to the identified assets which resulted in identification and rating of more specific threats and exploits which could be used in the penetration testing of the robot vacuum cleaner. This part is described below.

A. Identifying Assets

The identified assets of the vacuum, along with a description of their respective attributes can be seen in table I.

<table>
<thead>
<tr>
<th>ID</th>
<th>Assets</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Robot vacuum</td>
<td>Has an Infrared Signal receiver, camera, bumper, charging sensors and various tools for cleaning. The robot will automatically return to the charging station once cleaning is done or battery is running low. Also includes a power switch, a voice prompt and a pause button.</td>
</tr>
<tr>
<td>2</td>
<td>Mobile application</td>
<td>Available for Android and iOS. Used to control the robot remotely (or put it in auto cleaning mode) and also allows for taking a photo, monitor audio and recording. It also enables the user to find saved photos and videos and share them to social media such as facebook and twitter and can be set to give motion detection warnings. It also includes the possibility to perform a firmware upgrade and a factory reset.</td>
</tr>
<tr>
<td>3</td>
<td>Firmware</td>
<td>Movement of the robot and various camera features are controlled by the firmware.</td>
</tr>
<tr>
<td>4</td>
<td>Remote</td>
<td>Contains power button, Auto cleaning button, Spot cleaning button, Directional buttons, Pause button, Scheduling button, Normal- and Turbo Suction button.</td>
</tr>
<tr>
<td>5</td>
<td>Charging/docking station</td>
<td>Has an Infrared Signal Transmitter to communicate with the Robot vacuum.</td>
</tr>
<tr>
<td>6</td>
<td>Internal device hardware</td>
<td>Not much is known about the hardware since the Robot vacuum has not been disassembled.</td>
</tr>
</tbody>
</table>

12https://www.wired.com/2014/07/usb-security/  
13https://en.oxforddictionaries.com/definition/spoof
vacuum can connect to at most 2 accounts and be controlled by at most 2 different devices at the same time).
4) User connects the robot vacuum to Wi-Fi by choosing the Smart Link option.
5) User navigates to the "Main console" page in the application and views the live feed.

Use case 2: User records video with the application during the day and views it later in the evening
1) - 4) steps are the same as in Use case 1.
5) User navigates to the "Main console" page in the application and presses the "record" button.
6) User later stops the recording and navigates to the "Personal file" page, selects the video that has been recorded and views it.

Use case 3: User modifies personal information in the application
1) User opens the menu on the left side of the application.
2) From the menu user presses account name → personal information
3) User presses password and changes the password.

Use case 4: User activates the motion detection feature while away during the weekend
1) User presses "Motion Detective Warning" in the application.
2) User enables "Motion Detective Protection" chooses "low" motion detection sensitivity and presses "save".
3) A suspicious image occurs and the vacuum sends an alarm to the mobile device which will been shown in the "Main console" in the application.

With these use cases in mind an architecture diagram was created, see figure 2.

C. Decomposing Device
By decomposing the architecture following potential vulnerabilities were identified:
- Communication between the mobile application and the server could be viewed and/or altered
- Communication between the mobile application and the vacuum could be viewed and/or altered
- Communication between the server and the vacuum could be viewed and/or altered

D. Identifying Threats
Table II shows a selection of the threats, that were identified using the STRIDE mnemonic. The threats covered here are the ones that were deemed most likely to appear.

E. Documenting the Threats
The threats were documented by listing them with their respective attack techniques and countermeasures, which can be seen in table III. The table gives a more complete image of what the threat is, how to attack the weakness, and also potential techniques that could be used to counter said attack.

F. Rating the Threats
Lastly the threats were rated by using DREAD in order to decide which attacks should be prioritized, see table IV. This table gave the order in which the attacks was carried out. The attacks that involved disassembling the vacuum and accessing the hardware (i.e. the ones that involved UART, eMMC and EEPROM) and attacks that had a risk score lower than 11 were not performed. No disassembly was done as to lower the risk of damaging the robot vacuum cleaner. The attack techniques attribute in table III gave information on how to perform the attacks in more detail.

VI. MATERIAL AND SOFTWARE
A. Penetration Testing Setup
The materials being used in the penetration testing of the device are the following:
- Jisiwei i3 robot vacuum cleaner
- Netgear Router
- PC with Kali Linux in a VM
- Samsung S5 Android smart phone
- Iphone 6s iOS smart phone

B. Software
1) Kali Linux Distribution: The Kali Linux distribution is an operating system based on Debian that contains an extensive amount of tools used for penetration testing. It
is developed and maintained by Offensive Security and is available for download online for free.

2) *mitmproxy*: mitmproxy is a man-in-the-middle proxy with a console interface. It allows the user to intercept, inspect and modify HTTP and HTTPS traffic. This works for HTTPS by generating SSL/TLS certificates that can be downloaded on the host device that receives and sends the traffic that is to be intercepted\(^1\).

3) *Wireshark*: Wireshark is an open source network protocol analyzer. It allows the user to see the traffic on their network and supports inspection of hundreds of protocols\(^2\).

4) *ARPspoof (dsniff)*: ARPspoof is a tool from a suite of tools called dsniff and is built into the Kali Linux Distribution\(^3\). The concept of ARP spoofing will be explained in section VII.

5) *Hydra*: Hydra is a login cracker that can be used to attack numerous protocols\(^4\). When supplied with a list of usernames and a list of passwords Hydra works by attempting every possible combination of username and password.

**VII. MAN-IN-THE-MIDDLE ATTACK**

To capture the traffic flow and information that was being sent a MITM was set up. After connecting all devices to the network their IP addresses were identified, which was all the information needed to perform the attack. The traffic would have to be routed through the MITM device when the phone communicates to the Internet. There were two options to chose between to achieve this. In the end both methods were used, one on each of the two phones. On the Android phone the network settings were altered so that the gateway for the network changed to the PC instead of the router. The other method, used on the iPhone, was ARP spoofing. It works by sending out ARP messages to the target device to trick it that the malicious device is actually the router. It then sends a similar message to the router where the MITM claims to be the targeted device. The traffic would then be routed through

\(^1\)https://mitmproxy.org/
\(^2\)https://www.wireshark.org/
\(^4\)https://tools.kali.org/password-attacks/hydra
### Table III
Documentation of the Threats

<table>
<thead>
<tr>
<th>Threat</th>
<th>Attack Techniques</th>
<th>Countermeasures</th>
</tr>
</thead>
<tbody>
<tr>
<td>Attacker manages to get access to communication flows between the mobile application and the server by pretending to be the router.</td>
<td>Attacker could use proxy tools such as mitmproxy or Burp Suite in combination with ARP spoofing/poisoning.</td>
<td>Use HTTPS protocol for communication.</td>
</tr>
<tr>
<td>Attacker reads from the eMMC memory, inserts malicious commands in files and writes the modified version back to the eMMC.</td>
<td>Attacker could use an SD card reader/writer to modify the contents of the eMMC.</td>
<td>Assemble the eMMC in such a way that it is hard to physically access it.</td>
</tr>
<tr>
<td>Attacker compiles and analyzes the APK (binaries) for the Android application to find sensitive information.</td>
<td>The APK (binary) file can be downloaded from a third party client (such as APKpure.com) and a tool such as Enjarify could be used to generate Java bytecode which could be searched to look for potential vulnerabilities [24].</td>
<td>Attempts could be made to keep the APK from being available online.</td>
</tr>
<tr>
<td>Attacker modifies the APK (binaries) to make malicious mobile application.</td>
<td>By decompiling the APK to Java bytecode, an attacker could make changes in the Java bytecode and then compile it back to APK.</td>
<td>Attempts could be made to keep the APK from being available online.</td>
</tr>
<tr>
<td>Attacker gets access to the firmware during an upgrade with a man-in-the-middle attack.</td>
<td>Attacker could use proxy tools such as mitmproxy or Burp Suite in combination with ARP spoofing/poisoning.</td>
<td>The firmware is sent encrypted to the vacuum cleaner.</td>
</tr>
<tr>
<td>Attacker dumps potential secrets from the EEPROM.</td>
<td>By using a SOIC clip an attacker could read from the EEPROM [24].</td>
<td>Do not store sensitive information or secrets on the EEPROM [24].</td>
</tr>
<tr>
<td>Attacker gets root access via an open SSH (port 22) or Telnet (port 23).</td>
<td>Attacker could use a password cracking tool like Hydra or Medusa and attempt dictionary attacks to get access to the SSH or Telnet console.</td>
<td>Create an iptables firewall rule that only accept traffic to port 22 or 23 from certain IP addresses [5].</td>
</tr>
<tr>
<td>Attacker gets root access by plugging in to the UART.</td>
<td>By using a multimeter, the attacker identifies the four UART pins and uses a tool such as Attify Badge to get shell access to the UART-based shell [24].</td>
<td>The UART pins are blocked by another chip to prevent access [24].</td>
</tr>
</tbody>
</table>

The MITM device as the router thinks that it is the targeted device and the targeted device thinks that the MITM is the router, or in the case when two devices communicates locally on a network, trick the respective devices that the MITM is the other one. The ARP spoofing was set up using the arpspoof command which a part of the dsniff package.

The program used to read packets was mitmproxy that comes pre-installed on the Kali Linux distribution. The MITM software was set up according to the instructions in the documentation[^20]. The mode chosen was transparent as there was no need to adjust any packets being sent, only observe what was being sent. It is also necessary sometimes if it is impossible to change the client behavior. Figure 3 shows how the traffic was routed when the mitmproxy was used in transparent mode. As soon as the the server running the service was set up HTTP GET and HTTP POST requests showed up in the application interface. HTTPS requests were still not able to be captured and read.

Gaining access to the HTTPS traffic requires that a certificate is installed that tells the phone that the MITM is a trusted device. This certificate was installed on the Android phone by going to the URL: mitm.it, which also confirmed that the traffic was being routed through the MITM. If no certificate has been installed on the connected device, it will give the option to download said certificate. Installing this certificate on the device would make it possible to read HTTPS packets as the phone would now think that the MITM is a trusted device.

A. Results

A serious flaw was discovered through the MITM attack. All of the communication between the mobile application and the server is sent unencrypted over HTTP. This allows an attacker on the same network to be able to read things such as username and password and all the data connected to the user account. Since everything is being sent in plain text there is no need for the attacker to do any other procedure such as trying to run it through some kind of decrypting tools to try to brute force hashes. The actual login request that was captured can be seen in figure 4.

Using this method the test account was compromised and sensitive details such as username (email) and password were leaked. The robot was made accessible to be controlled remotely and an attacker could listen to and record his own videos and take pictures, as well as viewing the live video feed.

An attempt to capture the firmware with a MITM attack was also made during a firmware upgrade. This time the the iPhone (in the absence of the Android phone) was used to initiate the firmware upgrade and the program used to view the traffic was Wireshark. Since all the other communication between the application and the server that had been seen prior to this attack used HTTP, no effort was made to install any certificate on the Iphone. Unfortunate this was a bad idea since the firmware upgrade actually was sent using HTTP over TLS (HTTPS), see figure 5. Thus the opportunity to get access to the firmware this way was lost, since trying to upgrade the firmware again when it was already upgraded did not result in the firmware being sent again. This attack could be attempted again once a new firmware upgrade is available.

VIII. Password Cracking

A. Port Scanning

With the knowledge of the device’s IP-address a Port Scan was performed. This was done in order to see what different types of services were running on the vacuum cleaner and if any of these open ports could be exploited to get unintended access. Using the tool Nmap, which comes pre installed on Kali Linux, and the following command a couple of open ports were found:

$ nmap 1 0 . 0 . 0 . 1 0  − A − f

The -A option stands for aggressive and tries to guess the targeted IP’s Operating System and version number. The -f makes it run a fast scan which will check the 100 most common ports. The fast scan revealed as many ports as the full scan but took only a fraction of the time. A more rigorous scan can be done by omitting the -f option.

The open ports revealed from the port scan can be seen in table V.

<table>
<thead>
<tr>
<th>Port</th>
<th>Service</th>
</tr>
</thead>
<tbody>
<tr>
<td>80</td>
<td>HTTP</td>
</tr>
<tr>
<td>23</td>
<td>Telnet</td>
</tr>
<tr>
<td>4001</td>
<td>Newoak</td>
</tr>
</tbody>
</table>

Kali Linux PC. To be able to connect to it and get access to the Telnet console a username and password were required. The expectation was to find a login that would grant root access and thus complete control over the vacuum. A few standard username-password combinations like root-root, root-(nothing) and admin-admin were tried manually but turned out to be fruitless. When this didn’t work out a dictionary attack was performed using the program Hydra which comes pre-installed on the Kali Linux distribution.

Kali Linux has a lot of lists of usernames and passwords and several of these were supplied to Hydra in order to perform the dictionary attack on the Telnet port. However, none of them were found to have the right combination to login to the Telnet console. Another list that was supplied was the famous rockyou.txt password list which contains the most frequently used passwords, sorted by frequency, with a total amount of around 14 million. A custom username list that contained the usernames root, admin, user and the specific device-ID of the vacuum was created to be supplied with the rockyou.txt password list. The amount of time estimated by Hydra to try all of the login combinations was over 5000 hours, see figure 6. After having the attack run for about a week with around 176 attempts per minute the attack was canceled, since none of the attempts were successful.

C. HTTP Server Password Cracking

The HTTP server located at port 80 showed to be some kind of simple web server that hosted the camera streaming service. When inputting the device’s IP address into a web browser a login screen appeared requesting a username and password. The same approach that was used for the telnet port was applied here as well. However, the server that runs on the vacuum cleaner was low in capacity and just by using the simple dictionary attacking software the server got a denial of service after about five seconds of attempts. The attack then had to be aborted as all attempts after the denial of service happened came back as false positives.

IX. QR-Code Generation

While doing the MITM attack described in Section VII it was also checked what type of messages was sent between the application and the server for different actions. The actions that were studied in more detail was the changing of profile setting, adding a device by scanning the QR-code and deletion of device. All commands were seen because they were in plain text.

By intercepting traffic when somebody changes their data it is possible to get key information such as access_token,
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Figure 4. Login request sent to server from application. Packet captured with mitmproxy. As can be seen in the picture the username and password is available in plain text. Also notice the lack of HTTPS.

Figure 5. The firmware being sent from the server using HTTP over TLS version 1.3 (HTTPS), seen in the program Wireshark. In the info field to the right the firmware corresponds to what is named Application Data.

userID, current time and application state. With this information it was possible to inject our own value and for example change the gender of the profile and the name of the account. According to our findings the action of changing the profile details can be done as many times as one want to with the same details as it does not seem to be any check if the request is old. Once the request has been captured it can be altered and sent again repeatedly with different data.

Deletion of a device was also possible if the name of the device was known in the application. This is not that useful unless in the case of annoying someone by repeatedly removing their device from the account. Deleting a device, however, also means less access for the attacker himself.

What was noticed however was that the only verification that the correct device was paired with the correct account was a device ID being sent with the pairing request to the server. The device ID was received from the bottom of the physical device in the form of a QR-code and a sticker next to it containing the same information. Scanning the QR code revealed that it had the form and syntax that can be seen in figure 7.

The information that was sent in the request to the server when binding a device needed the following information:

- Device ID from the robot vacuum cleaner
- Device Name you want to use
- User ID from your application
- Access token from your session
- Language from your session
- Seemingly random state calculated by the application

All the above except for the last one were easy to fake or figure out. As to avoid doing anything unethical or illegal it was not acceptable to try sending a request with only the...
Device ID changed to try to connect a random vacuum cleaner to the test account. Looking into the decompiled application should reveal how the state is calculated, but there is a way to circumvent this problem by fooling the application to calculate all this in a genuine way.

Since the QR code follows a certain pattern it is possible to guess other IDs and thus generate their QR code that the attacker can scan and bind someone else’s vacuum to his account. The application will then believe that the attacker has a real robot vacuum cleaner in front of him and calculate the state properly without any problems.

Each requests takes about 700 milliseconds to complete and if the entire range of ID were to be scanned it would take about eight days to complete since the amount of devices, based on how the ID looks, is one million. A script was made in Python that could perform this and bind all the possible vacuums to an attackers account but was not tested as to not perform any illegal actions. The function of the script was verified by running it on only the vacuum cleaner used for testing and succeeded in binding that particular device to the test account. The script can be found in the appendix.

The only protection against this attack is by registering the vacuum to two accounts as the manufacturer has put a hard limit on at most two bound accounts per device. If you try to connect a third account you get an error message in return.

---

**X. Discussion**

Smart vacuum cleaners are exposed to hackers as IoT devices as they are relatively new on the consumer market and security is not always prioritized in product development. An increasing number of vacuum cleaners receives the camera functionality and they have been hacked previously. A similar case to the one hacked in this report is one from the Chinese brand Diqee where an attacker could gain entry to the vacuum by either adding root username and password that was unchanged from the factory, or by inserting an SD card and tamper with the device. The attacker could thus gain access to the microphone on the device. But not only lesser known brands such as Jisiwei and Diqee are vulnerable to attacks. A Xiaomi vacuum cleaner was also compromised by [5] and it seems like the best way to protect yourself from someone...
spying on you would be to remove the camera entirely\textsuperscript{21}. A question worth asking is, why add a camera to a vacuum at all? The safest way of having no one spy on you through your vacuum cleaner is to remove the camera and microphone completely. Unless it is vital for the function of the IoT device it would be better to avoid it as it created another sensitive resource that is exposed to hacking. Since the Jisiwei i3 robot vacuum cleaner is in the lower price segment, it raises the question if it could be the case that privacy and security has been prioritized lower as a means to keep costs down. A robot vacuum cleaner from a more recognizable brand with similar functions would cost about four times as much.

The Xiaomi vacuum cleaner uses SSH which indicates that Xiaomi puts more effort making their vacuums secure than Jisiwei, since the Jisiwei i3 uses Telnet. Telnet is less secure than SSH due to the lack of encryption and strong authentication. It also appears that it is harder to get root access as an intruder on the Xiaomi vacuum cleaner since the SSH port is protected by an iptables firewall rule whereas the Telnet port on the Jisiwei i3 is open to any IP address \cite{5}. However, the login to Telnet port on the Jisiwei i3 didn’t use any of the most common username-password combinations which is good practice.

The practice of sending vulnerable information unencrypted over HTTP, however, is bad to follow. If this is found it is a severe flaw in the design that should receive an immediate fix. Many libraries today use HTTPS by default and there should be. HTTP is weak in the sense that any person in the communication chain between servers can intercept and alter the message being sent without the sender being noticed about it.

Since the firmware upgrade was sent over HTTPS from Jisiwei’s server, Jisiwei have the expertise and technique required to send packets over HTTPS. Therefore the severe weakness of all the other communication between the application and the server being over only HTTP could probably be resolved without any significant effort from Jisiwei’s side.

As for the weakness of the information in the QR-code following a easy guessable pattern, this is probably harder to remedy. First a new system of generating QR-codes for the vacuum cleaners would have to be put in place. Then these new QR-codes would have to be sent to all the people that already own a Jisiwei i3 robot vacuum, which would be a time consuming if not impossible process. A more realistic approach would be to only find a new system of generating QR-codes and then applying these to all the new vacuums being manufactured. This does not, however, remedy the vulnerability in the already existing vacuums but it will prevent any more vacuums with this vulnerability being manufactured.

Similar vulnerabilities to the communication between the application and the server being unencrypted has been found in other IoT devices as well. In the Dlink baby monitor/cam, the application communicates directly with the Wi-Fi camera with the username and password in cleartext \cite{29}. Another example is the Wireless IP Camera (P2P) WIFICAM where the application and the camera device communicate over a cleartext UDP tunnel protocol which an attacker could exploit by sniffing the network to obtain sensitive information \cite{30}.

XI. Conclusions

The aim of this project was to find vulnerabilities in the Jisiwei i3 robot vacuum cleaner. Using a methodology that consisted of first threat modeling the vacuum cleaner followed by performing penetration testing on it resulted in two major vulnerabilities being found. By finding these vulnerabilities it can be concluded that the methodology used was appropriate and could be utilized to find vulnerabilities in other IoT devices.

What also can be determined from this report is that the security of IoT devices is not always up to par with what might be expected from devices today. Weaknesses and exploits are continuously found in commercially sold products. Some of the devices contain built in flaws that can easily be patched, such as the Jisiwei application communicating with the server using clear text over HTTP. What is the most severe about not encrypting network traffic is the fact that it is almost impossible for the average user to see whether or not the network traffic is encrypted and would thus not know if any non intended receiver could read the information. The current way of thinking about privacy and security of IoT devices could therefore need to be reviewed.

XII. Future work

There are several suggested leads that can be followed to continue upon this work. The first option would be to continue where we left off and see what types of attacks could be implemented further on the Jisiwei i3 robot vacuum cleaner. E.g. try to get access to the firmware and getting access to the device through the Telnet port.

It would also be interesting to see what types of measures could be implemented by a third party to make sure that IoT devices remains safe without the involvement of the original equipment manufacturer.

Appendix A - Code for Binding All Devices

Appendix B - Threat Model with High-Level Threats Included
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import requests

t = "2019-04-08 14:39:57"
rand1 = "1796741824166186"
username = 'hackmanhacker8@gmail.com'
password = 'proofofconcept'
appid = '1422957080'
sign = '24587b267911465c60bc40294e6f1286'
lan = 'en'

payload = {'username': username, 'password': password, 'timestamp': t, 'appid': appid, 'state': rand1, 'sign': sign, 'lan': lan}

r = requests.post("http://yun.jisiwei.com/api/user/login", data=payload)

if r.status_code == requests.codes.ok:
    a = r.json()
    userid = a["userid"]
    user_data = a['user_data']
    dev_data = a['dev_data']
    access_token = a['access_token']

    devname = 'PY'
    rand2 = '4541911032571890'

    for i in range(1000000):
        currentID = "JSW"+str(i).zfill(6)
        parameters = {'devid': devid, 'remark': devname, 'userid': userid, 'access_token': access_token, 'lan': lan, 'state': rand2}
        # If the row below is uncommented you will
        # connect all devices existing to your account
        # s = requests.get("http://yun.jisiwei.com/api/dev",
        # params=params)
A. Identifying assets

See table VI.

B. Device architecture overview

1) Document functionality and features: Use case 1: User views camera feed live via the mobile application
1) User downloads and installs the application.
2) User creates a user with their e-mail.
3) User scans the QR-code on the back of the vacuum and gives it a name to bind it to the application (Note: Each robot vacuum can connect to and be controlled by at most 2 different devices at the same time).
4) User connects the robot vacuum to Wi-Fi by choosing the Smart Link option.
5) User navigates to the "Main console" page in the application and views the live feed.

Use case 2: User records video with the application during the day and views it later in the evening
1) User downloads and installs the application.
2) User creates a user with their e-mail.
3) User scans the QR-code on the back of the vacuum and gives it a name to bind it to the application.
4) User connects the robot vacuum to Wi-Fi by choosing the Smart Link option.
5) User navigates to the "Main console" page in the application and presses the "record" button.
6) User later stops the recording and navigates to the "Personal file" page, selects the video that has been recorded and views it.

Use case 3: User modifies personal information in the application
1) User opens the menu on the left side of the application.
2) From the menu user presses account name → personal information
3) User presses password and changes the password.

Use case 4: User activates the motion detection feature while away during the weekend
1) User presses "Motion Detective Warning" in the application.
2) User enables "Motion Detective Protection" chooses "low" motion detection sensitivity and presses "save".
3) A suspicious image occurs and the vacuum sends an alarm to the mobile device which will been shown in the "Main console" in the application.

C. Identify High-level threats

- Turn off vacuuming function
- Remotely control Vacuum
- Remotely access camera feed
- Remotely access motion sensing capabilities
- Spoof camera feed
- Remotely access sound feed
- Remotely access video files
- Remotely delete video files
- Turn off camera
- Turn off motion detection
- Overcharge battery
- Interrupt charging function by modifying firmware
- Interrupt charging function through IR
- Eavesdrop on vacuum communications
- Gain admin privileges

D. Rating the threats

See table VIII.
E. More specific threats

1) Firmware threat model: Threats/attack ideas
   - Port scan to check if port 22 (SSH) is open, if open: attempt to connect to it - if password protected - see if it uses a standadized username and password - or use a password cracking tool like Metasploit
   - Port scan to check if Telnet-port is open, if open: attempt to connect to it - if password protected - see if it uses a standadized username and password - or use a password cracking tool like Metasploit
   - Crack firmware update password - Rebuild firmware: include authorized-keys, remove iptables rule for SSH
   - Crack firmware update password - Rebuild firmware: Remove files

2) Mobile application threat model: Threats/attack ideas
   - HTTPS requests between the application and the server can be proxied using tools like OWASP ZAP (or mitmproxy) - This could give access to sent videos or maybe URL where firmware could be found
   - The APK (binary) file can be downloaded from a third party client (APKpure.com) and Enjarify could be used to generate (pseudo) Java Code which could be searched to look for potential vulnerabilities
   - The APK (binary) file can be downloaded, decompiled and analyzed (with MobSF) to see if it contains hardcoded information like usernames, passwords and keys
   - Modify the .jar file and recompile it to APK file and install on mobile
   - Try to log in as the same user in the application on another phone - see if it locks you out after a certain number of tries

3) Hardware threat model: Threats/attack ideas
   - Plug in to the UART to get access to a console
   - Use a SOIC clip to dump potential secrets from the EEPROM
   - eMMC could be read with an SD-card reader/writer - insert own commands in files - write back the modified content to the device with the SD-card reader/writer.
<table>
<thead>
<tr>
<th>ID</th>
<th>Assets</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Robot vacuum</td>
<td>Has an Infrared Signal receiver, camera, bumper, charging sensors and various tools for cleaning. The robot will automatically return to the charging station once cleaning is done or battery is running low. Also includes a power switch, a voice prompt and a pause button.</td>
</tr>
<tr>
<td>2</td>
<td>Mobile application</td>
<td>Available for Android and iOS. Used to control the robot remotely (or put it in auto cleaning mode) and also allows for taking a photo, monitor audio and recording. It also enables the user to find saved photos and videos and share them to social medias such as facebook and twitter and can be set to give motion detection warnings. It also includes the possibility to perform a firmware upgrade and a factory reset.</td>
</tr>
<tr>
<td>3</td>
<td>Firmware</td>
<td>Movement of the robot and various camera features are controlled by the firmware.</td>
</tr>
<tr>
<td>4</td>
<td>Remote</td>
<td>Contains power button, Auto cleaning button, Auto charging button, Spot cleaning button, Directional buttons, Pause button, Scheduling button, Normal- and Turbo Suction button.</td>
</tr>
<tr>
<td>5</td>
<td>Charging/docking station</td>
<td>Has an Infrared Signal Transmitter to communicate with the Robot vacuum.</td>
</tr>
<tr>
<td>6</td>
<td>Device hardware</td>
<td>Not much is known about the hardware at the moment of writing since the Robot vacuum haven’t been disassembled.</td>
</tr>
</tbody>
</table>
Table VII
RATING OF HIGH LEVEL THREATS,
D - DAMAGE POTENTIAL,
R - REPRODUCIBILITY,
E - EXPLOITABILITY,
A - AFFECTED USERS,
D - DISCOVERABILITY

<table>
<thead>
<tr>
<th>Threat</th>
<th>D</th>
<th>R</th>
<th>E</th>
<th>A</th>
<th>D</th>
<th>Risk score</th>
</tr>
</thead>
<tbody>
<tr>
<td>Remotely access camera feed</td>
<td>3</td>
<td>3</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>12</td>
</tr>
<tr>
<td>Remotely access sound feed</td>
<td>3</td>
<td>3</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>12</td>
</tr>
<tr>
<td>Gain admin privileges</td>
<td>3</td>
<td>2</td>
<td>2</td>
<td>3</td>
<td>2</td>
<td>12</td>
</tr>
<tr>
<td>Remotely access video files</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td>11</td>
</tr>
<tr>
<td>Overcharge battery</td>
<td>3</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>11</td>
</tr>
<tr>
<td>Turn off vacuuming function</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>Remotely control movement of Vacuum</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>Turn off camera</td>
<td>2</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>Eavesdrop on vacuum communications</td>
<td>1</td>
<td>3</td>
<td>3</td>
<td>1</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>Remotely delete video files</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td>9</td>
</tr>
<tr>
<td>Turn off motion detection</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>9</td>
</tr>
<tr>
<td>Interrupt charging function through IR</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>9</td>
</tr>
<tr>
<td>Interrupt charging function by modifying firmware</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>9</td>
</tr>
<tr>
<td>Remotely read motion sensing sensors</td>
<td>1</td>
<td>3</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>8</td>
</tr>
<tr>
<td>Spoof camera feed</td>
<td>1</td>
<td>1</td>
<td>2</td>
<td>2</td>
<td>1</td>
<td>7</td>
</tr>
<tr>
<td>Disable mobile application tracing capabilities</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>7</td>
</tr>
</tbody>
</table>

Table VIII
RATING OF MORE SPECIFIC THREATS

<table>
<thead>
<tr>
<th>Threat</th>
<th>D</th>
<th>R</th>
<th>E</th>
<th>A</th>
<th>D</th>
<th>Risk score</th>
</tr>
</thead>
<tbody>
<tr>
<td>Attacker gets access to log-in credentials and users personal information by proxying HTTP/HTTPS traffic between the mobile application and the server</td>
<td>3</td>
<td>3</td>
<td>3</td>
<td>3</td>
<td>3</td>
<td>15</td>
</tr>
<tr>
<td>Attacker gets root access via an open SSH (port 22) or Telnet (port 23)</td>
<td>3</td>
<td>3</td>
<td>3</td>
<td>1</td>
<td>3</td>
<td>13</td>
</tr>
<tr>
<td>Attacker gets root access by plugging in to the UART</td>
<td>3</td>
<td>3</td>
<td>3</td>
<td>1</td>
<td>2</td>
<td>12</td>
</tr>
<tr>
<td>Attacker reads from the eMMC memory, inserts malicious commands in files and writes the modified version back to the eMMC</td>
<td>3</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>11</td>
</tr>
<tr>
<td>Attacker gets access to the firmware during an upgrade with a MITM attack</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>3</td>
<td>1</td>
<td>11</td>
</tr>
<tr>
<td>Attacker decompiles and analyzes the APK (binaries) to find sensitive information</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>Attacker could get access to videos and photos or an URL where firmware could be downloaded by proxying HTTP/HTTPS traffic between the mobile application and the server</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>Attacker dumps potential secrets from the EEPROM</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>9</td>
</tr>
<tr>
<td>Attacker modifies the APK (binaries) to make malicious mobile application</td>
<td>3</td>
<td>1</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>8</td>
</tr>
</tbody>
</table>